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Question:  Assume you have a Client Server Environment in which the client requests the 

server to multiply three given number i.e. 67, 90, 34, and return the result. 

Discuss the steps of the system in each of the following scenarios.  

 

a) How the Request-Reply Protocols functions will be used with UDP (refer to figure 

5.3 in book), how will be the message identifiers used, what will be its failure model, 

how time outs will be used, how will the system handle duplicate messages and how 

will the system react if reply is lost.       (8) 

 

Answer 

 Request-Reply Protocols: As we know that the request reply protocol is consist of three 

steps i.e. doOperation, getRequest and sendReply, so whenever communication take place in 

client server environment, it must follow the above three steps. 

As here the environment is UDP based, so the delivery guarantees must be provided by the 

request-reply protocol, which may use the server reply message as an acknowledgement of 

the client request message. 

When a client request the server to multiply three given numbers i.e. 67, 90,34 . In the very 

first step the doOperation sends a request message to the server. The caller of doOperation is 

blocked until the server performs the requested operation and transmits a reply message to 

the client process. In the second step getRequest is used by the server process to acquire 

service request. 

When the server has invoked the specified operation, it then use send-reply to send the reply 

message to the client. 

When the reply message is received by the client, the original doOperation is unblocked and 

execution of the client program continuous. 

 

 

 



 Message Identifier: Every message must have a unique message identifier by which it may 

be referenced.  

A message identifier consists of two parts: 

1. A requestId, which is taken from an increasing sequence of integers by the sending 

Process; 

2. An identifier for the sender process, for example, its port and Internet address. 

The first part makes the identifier unique to the sender, and the second part makes it  

Unique in the distributed system. 

 

 Failure model If the three primitives doOperation, getRequest and sendReply are 

implemented over UDP datagrams, then they suffer from the same communication failures. 

That is: 

 They suffer from omission failures. 

 Messages are not guaranteed to be delivered in sender order. 

 

 Timeout: There are various options as to what doOperation can do after a timeout. The 

simplest option is to return immediately from doOperation with an indication to the client 

that the doOperation has failed. This is not the usual approach – the timeout may have been 

due to the request or reply message getting lost and in the latter case, the operation will have 

been performed. 

 

 Handle duplicate messages: In cases when the request message is retransmitted, the server 

may receive it more than once. For example, the server may receive the first request message 

but take longer than the client’s timeout to execute the command and return the reply. This 

can lead to the server executing an operation more than once for the same request. To avoid 

this, the protocol is designed to recognize successive messages (from the same client) with 

the same request identifier and to filter out duplicates. If the server has not yet sent the reply, 

it need take no special action – it will transmit the reply when it has finished executing the 

operation. 
 

 Lost reply messages: if the server has already sent the reply when it receives a duplicate 

request it will need to execute the operation again to obtain the result, unless it has stored the 

result of the original execution. Some servers can execute their operations more than once 

and obtain the same results each time.  An idempotent operation is an operation that can be 

performed repeatedly with the same effect as if it had been performed exactly once. A server 

whose operations are all idempotent need not take special measures to avoid executing its 

operations more than once. 

 

 

 

 

 

 

 

 

 

 

 



b) How can the above systems implemented using Remote Procedure Calls (RPC)? 

(Hint: Read Section 5.3.2 in the book).       (6) 

 

Answer     

 

 

     

 

 

When a remote procedure call is invoked, the calling environment is suspended, the procedure 

parameters are transferred across the network to the environment where the procedure is to 

execute, and the procedure is then executed in that environment. 

When the procedure finishes, the results are transferred back to the calling environment, where 

execution resumes as if returning from a regular procedure call. 

 

During an RPC, the following steps take place: 

 The client calls the client stub. The call is a local procedure call with given three numbers for 

multiplication pushed onto the stack in the normal way. 

 The client stub packs the procedure parameters into a message and makes a system call to 

send the message. The packing of the procedure parameters is called marshalling. 

 The client's local OS sends the message from the client machine to the remote server 

machine. 

 The server OS passes the incoming packets to the server stub. 

 The server stub unpacks the parameters -- called unmarshalling -- from the message. 

 When the server procedure is finished, it returns to the server stub, which marshals the return 

values into a message. The server stub then hands the message to the transport layer. 

 The transport layer sends the resulting message back to the client transport layer, which 

hands the message back to the client stub. 

 The client stub unmarshalls the return three values, and execution returns to the caller. 



 
 

 

 

c) How can the above system implemented using Remote Method Invocation (RMI)? 

(Hint: Read Section 5.4.2 in the book).       (6) 

 

Answer: when the client makes a call to the remote object(to multiply the given three numbers), 

it is received by the stub which eventually passes this request to the RRL. 

When the client side RRL receives the request, it invokes a method called invoke () of the object 

remoteRef. It passes the request to the RRL on the server side. 

The RRL  on the server side passes the request to the skeleton (proxy on the server) which finally 

invokes the required three number for multiplication on the server. 

The result is passed all the way back to the client. 

 

 
 

 

Note: Parameter means the given three numbers i.e. 67,90,34 


